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**Task # 1**

Change the function find path to return shortest path.

**Procedure/Program:**

class Graph:

def \_init\_(self, nodes=None, edges=None):

"""Initialize a graph object.

Args:

nodes: Iterator of nodes. Each node is an object.

edges: Iterator of edges. Each edge is a tuple of 2 nodes.

"""

self.nodes, self.adj = [], {}

if nodes != None:

self.add\_nodes\_from(nodes)

if edges != None:

self.add\_edges\_from(edges)

def length(self):

"""Returns the number of nodes in the graph.

>>> g = Graph(nodes=[x for x in range(7)])

>>> len(g)

7

"""

return len(self.nodes)

def traverse(self):

return 'V: %s\nE: %s' % (self.nodes, self.adj)

def add\_node(self, n):

if n not in self.nodes:

self.nodes.append(n)

self.adj[n] = []

def add\_edge(self, u, v): # undirected unweighted graph

self.adj[u] = self.adj.get(u, []) + [v]

self.adj[v] = self.adj.get(v, []) + [u]

def number\_of\_nodes(self):

return len(self.nodes)

def number\_of\_edges(self):

return sum(len(l) for \_, l in self.adj.items()) // 2

class DGraph(Graph):

def add\_edge(self, u, v):

self.adj[u] = self.adj.get(u, []) + [v]

class WGraph(Graph):

def \_\_init\_\_(self, nodes=None, edges=None):

"""Initialize a graph object.

Args:

nodes: Iterator of nodes. Each node is an object.

edges: Iterator of edges. Each edge is a tuple of 2 nodes and a weight.

"""

self.nodes, self.adj, self.weight = [], {}, {}

if nodes != None:

self.add\_nodes\_from(nodes)

if edges != None:

self.add\_edges\_from(edges)

def add\_edge(self, u, v, w):

self.adj[u] = self.adj.get(u, []) + [v]

self.adj[v] = self.adj.get(v, []) + [u]

self.weight[(u,v)] = w

self.weight[(v,u)] = w

def get\_weight(self, u, v):

return self.weight[(u,v)]

class DWGraph(WGraph):

def add\_edge(self, u, v, w):

self.adj[u] = self.adj.get(u, []) + [v]

self.weight[(u,v)] = w

##def get\_edges(self, u):

def find\_path(self, start, end, path=[]):

path = path + [start]

if start == end:

return path

if start not in self.adj:

return None

for node in self.adj[start]:

if node not in path:

newpath = self.find\_path(node, end, path)

if newpath:

return newpath

return None

def find\_pathC(self, start, end, path=[], cost=0):

path = path + [start]

if start == end:

return path, cost

if start not in self.adj:

return None, cost

for node in self.adj[start]:

if node not in path:

min=self.get\_weight(start,node)

print(min)

newpath, cost = self.find\_pathC(node, end, path, cost + self.get\_weight(start, node))

if newpath:

return newpath, cost

return None, cost

Dw=DWGraph()

Dw.add\_node('A')

Dw.add\_node('B')

Dw.add\_node('C')

Dw.add\_node('D')

Dw.add\_node('E')

Dw.add\_node('F')

Dw.add\_edge('A','B',2)

Dw.add\_edge('A','C',1)

Dw.add\_edge('B','C',2)

Dw.add\_edge('B','D',5)

Dw.add\_edge('C','D',1)

Dw.add\_edge('C','F',3)

Dw.add\_edge('D','C',1)

Dw.add\_edge('D','E',4)

Dw.add\_edge('E','F',3)

Dw.add\_edge('F','C',1)

Dw.add\_edge('F','E',2)

print(Dw.traverse())

print(Dw.find\_pathC("A", "F"))

**Result/Output:**

**![](data:image/png;base64,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)**

**Analysis/Conclusion:**

**Task # 2**

Consider a simple (directed) graph (digraph) having six nodes (A-F) and the following arcs (directed edges) with respective cost of edge given in parentheses:

A -> B (2)

A -> C (1)

B -> C (2)

B -> D (5)

C -> D (1)

C -> F (3)

D -> C (1)

D -> E (4)

E -> F (3)

F -> C (1)

F -> E (2)

Using the code for a directed weighted graph in Example 2, instantiate an object of DWGraph in \_\_main\_\_, add the nodes and edges of the graph using the relevant functions, and implement a function find\_path() that takes starting and ending nodes as arguments and returns at least one path (if one exists) between those two nodes. The function should also keep track of the cost of the path and return the total cost as well as the path. Print the path and its cost in \_\_main\_\_.

**Procedure/Program:**

class Graph:

def \_\_init\_\_(self, nodes=None, edges=None):

"""Initialize a graph object.

Args:

nodes: Iterator of nodes. Each node is an object.

edges: Iterator of edges. Each edge is a tuple of 2 nodes.

"""

self.nodes, self.adj = [], {}

if nodes != None:

self.add\_nodes\_from(nodes)

if edges != None:

self.add\_edges\_from(edges)

def length(self):

"""Returns the number of nodes in the graph.

>>> g = Graph(nodes=[x for x in range(7)])

>>> len(g)

7

"""

return len(self.nodes)

def traverse(self):

return 'V: %s\nE: %s' % (self.nodes, self.adj)

def add\_node(self, n):

if n not in self.nodes:

self.nodes.append(n)

self.adj[n] = []

def add\_edge(self, u, v): # undirected unweighted graph

self.adj[u] = self.adj.get(u, []) + [v]

self.adj[v] = self.adj.get(v, []) + [u]

def number\_of\_nodes(self):

return len(self.nodes)

def number\_of\_edges(self):

return sum(len(l) for \_, l in self.adj.items()) // 2

def get\_vertix(self):

return self.nodes

class DGraph(Graph):

def add\_edge(self, u, v):

self.adj[u] = self.adj.get(u, []) + [v]

class WGraph(Graph):

def \_\_init\_\_(self, nodes=None, edges=None):

"""Initialize a graph object.

Args:

nodes: Iterator of nodes. Each node is an object.

edges: Iterator of edges. Each edge is a tuple of 2 nodes and a weight.

"""

self.nodes, self.adj, self.weight = [], {}, {}

if nodes != None:

self.add\_nodes\_from(nodes)

if edges != None:

self.add\_edges\_from(edges)

def add\_edge(self, u, v, w):

self.adj[u] = self.adj.get(u, []) + [v]

self.adj[v] = self.adj.get(v, []) + [u]

self.weight[(u,v)] = w

self.weight[(v,u)] = w

def get\_weight(self, u, v):

return self.weight[(u,v)]

class DWGraph(WGraph):

def add\_edge(self, u, v, w):

self.adj[u] = self.adj.get(u, []) + [v]

self.weight[(u,v)] = w

##def get\_edges(self, u):

def find\_path(self, start, end, path=[]):

path = path + [start]

if start == end:

return path

if start not in self.adj:

return None

for node in self.adj[start]:

if node not in path:

newpath = self.find\_path(node, end, path)

if newpath:

return newpath

return None

def find\_pathC(self, start, end, path=[], cost=0):

path = path + [start]

if start == end:

return path, cost

if start not in self.adj:

return None, cost

for node in self.adj[start]:

if node not in path:

min=self.get\_weight(start,node)

print(min)

newpath, cost = self.find\_pathC(node, end, path, cost + self.get\_weight(start, node))

if newpath:

return newpath, cost

return None, cost

Dw=DWGraph()

Dw.add\_node('A')

Dw.add\_node('B')

Dw.add\_node('C')

Dw.add\_node('D')

Dw.add\_node('E')

Dw.add\_node('F')

Dw.add\_edge('A','B',5)

Dw.add\_edge('A','C',1)

Dw.add\_edge('B','C',2)

Dw.add\_edge('B','D',5)

Dw.add\_edge('C','D',1)

Dw.add\_edge('C','F',3)

Dw.add\_edge('D','C',1)

Dw.add\_edge('D','E',4)

Dw.add\_edge('E','F',3)

Dw.add\_edge('F','C',1)

Dw.add\_edge('F','E',2)

print(Dw.find\_path("A", "E"))

**Result/Output:**
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**Analysis/Conclusion:**